**Phase 2:Practice Project: Assissted Practice: 3**

**6. Demonstrate lazy collection in Hibernate.**

**Source Code:**

**Index.html:**

<!DOCTYPEhtml>

<html>

<head>

<metacharset=*"ISO-8859-1"*>

<title>Lazy Collection</title>

</head>

<body>

<h2>Lazy Collection </h2>

<formaction=*"LazyServlet"*method=*get*>

<inputtype=*"submit"*value=*"Fetch"*/>

</form>

</body>

</html>

**LazyServlet:**

**import**java.io.IOException;

**import**java.io.PrintWriter;

**import**java.util.List;

**import**javax.persistence.TypedQuery;

**import**javax.servlet.ServletException;

**import**javax.servlet.annotation.WebServlet;

**import**javax.servlet.http.HttpServlet;

**import**javax.servlet.http.HttpServletRequest;

**import**javax.servlet.http.HttpServletResponse;

**import**org.hibernate.Session;

**import**org.hibernate.SessionFactory;

**import**com.connection.HibernateConnection;

**import**com.models.Student;

@WebServlet("/LazyServlet")

**publicclass**LazyServlet**extends**HttpServlet {

**privatestatic**SessionFactory*sessionFactory* = **null**;

**privatestaticfinallong*serialVersionUID*** = 1L;

**public**LazyServlet() {

**super**();

*sessionFactory* = HibernateConnection.*getSessionFactory*();

}

**protectedvoid**service(HttpServletRequestrequest, HttpServletResponseresponse)

**throws**ServletException, IOException {

**try** {

response.setContentType("text/html");

PrintWriterout = response.getWriter();

Session session = *sessionFactory*.openSession();

TypedQuery<Student>query = session.createQuery("from Student");

List<Student>studentList = query.getResultList();

out.println("<h1>Student Details</h1>");

**for** (Student student :studentList) {

out.println("<p><b>Roll No</b>: " + student.getRollNo() + "</p>");

out.println("<p><b>Name</b>: " + student.getStudentName() + "</p>");

}

session.close();

} **catch** (Exception e) {

e.printStackTrace();

}

}

}

**HibernateConnection:**

**package**com.connection;

**import**org.hibernate.SessionFactory;

**import**org.hibernate.boot.Metadata;

**import**org.hibernate.boot.MetadataSources;

**import**org.hibernate.boot.registry.StandardServiceRegistry;

**import**org.hibernate.boot.registry.StandardServiceRegistryBuilder;

**publicclass**HibernateConnection {

**privatestatic**SessionFactory*sessionFactory*;

**publicstatic**SessionFactorygetSessionFactory() {

**if** (*sessionFactory* == **null**) {

**try** {

StandardServiceRegistrystandardRegistry = **new**StandardServiceRegistryBuilder()

.configure("hibernate.cfg.xml").build();

Metadata metadata = **new**MetadataSources(standardRegistry).getMetadataBuilder().build();

*sessionFactory* = metadata.getSessionFactoryBuilder().build();

} **catch** (Exception e) {

e.printStackTrace();

}

}

**return***sessionFactory*;

}

}

**Course:**

**package**com.models;

**import**javax.persistence.Column;

**import**javax.persistence.Entity;

**import**javax.persistence.GeneratedValue;

**import**javax.persistence.GenerationType;

**import**javax.persistence.Id;

**import**javax.persistence.Table;

@Entity

@Table(name = "courses")

**publicclass** Course {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "course\_id")

**privateint**courseId;

@Column(name = "course\_name")

**private** String courseName;

**publicint**getCourseId() {

**return**courseId;

}

**publicvoid**setCourseId(**int**courseId) {

**this**.courseId = courseId;

}

**public** String getCourseName() {

**return**courseName;

}

**publicvoid**setCourseName(String courseName) {

**this**.courseName = courseName;

}

@Override

**public** String toString() {

**return**"Course [courseId=" + courseId + ", courseName=" + courseName + "]";

}

}

**Student:**

**package**com.models;

**import**java.util.List;

**import**javax.persistence.CascadeType;

**import**javax.persistence.Column;

**import**javax.persistence.Entity;

**import**javax.persistence.GeneratedValue;

**import**javax.persistence.GenerationType;

**import**javax.persistence.Id;

**import**javax.persistence.OneToMany;

**import**javax.persistence.Table;

**import**org.hibernate.annotations.LazyCollection;

**import**org.hibernate.annotations.LazyCollectionOption;

@Entity

@Table(name = "students")

**publicclass** Student {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "roll\_no")

**privateint**rollNo;

@Column(name = "student\_name")

**private** String studentName;

@OneToMany(targetEntity = Course.**class**, cascade = CascadeType.***ALL***)

@LazyCollection(LazyCollectionOption.***TRUE***)

**private** List<Course>courses;

**publicint**getRollNo() {

**return**rollNo;

}

**publicvoid**setRollNo(**int**rollNo) {

**this**.rollNo = rollNo;

}

**public** String getStudentName() {

**return**studentName;

}

**publicvoid**setStudentName(String studentName) {

**this**.studentName = studentName;

}

**public** List<Course>getCourses() {

**return**courses;

}

**publicvoid**setCourses(List<Course>courses) {

**this**.courses = courses;

}

@Override

**public** String toString() {

**return**"Student [rollNo=" + rollNo + ", studentName=" + studentName + ", courses=" + courses + "]";

}

}

**Hibernate.cfg.xml:**

<?xmlversion=*"1.0"*encoding=*"utf-8"*?>

<!DOCTYPEhibernate-configurationPUBLIC

"-//Hibernate/Hibernate Configuration DTD 3.0//EN"

"http://www.hibernate.org/dtd/hibernate-configuration-3.0.dtd">

<hibernate-configuration>

<session-factory>

<propertyname=*"hibernate.connection.driver\_class"*>com.mysql.cj.jdbc.Driver</property>

<propertyname=*"hibernate.connection.url"*>jdbc:mysql://localhost:3306/testcsd</property>

<propertyname=*"hibernate.connection.username"*>student</property>

<propertyname=*"hibernate.connection.password"*>student</property>

<propertyname=*"hibernate.dialect"*>org.hibernate.dialect.MySQL5Dialect</property>

<propertyname=*"show\_sql"*>true</property>

<propertyname=*"hbm2ddl.auto"*>update</property>

<mappingclass=*"com.models.Student"*/>

<mappingclass=*"com.models.Course"*/>

</session-factory>

</hibernate-configuration>

**Output:**

![](data:image/png;base64,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)